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**Lab 3 – Python Functions**

**Objectives:**

* Make use of Python specific features
* Define functions and nested functions
* Define and use lambda expressions

**Due date: End of the lab. (**Only one team member needs to submit.)

**Rules:**

(1) Usage: **You should explore and make good use of the Python features you learned in class.** (2) Scope: **You should only use those features that have been explained in detail in class.**

(3) Style: Follow standard Python programming style and conventions.

(4) Logic: Add appropriate comments to your code to explain your solution.

(Code / answers that do not follow the above specifications will be penalized.)

***Warning:* You need to come to the lab properly prepared i.e.**

(1) Make sure you have studied and understood the class material.

(2) Read the lab doc, think about the problems, and prepare questions as needed.

If you do not, completing the lab in 2.45 hours may become too much of a challenge!

**Useful resources:**

* <https://docs.python.org/3/tutorial/datastructures.html>

**Exercise 1: Recursive, accumulator functions [2 Marks]**

1. Write a *classic* recursive function of N that returns the Nth Fibonacci number. Note that the function should be non-accumulator and non-tail.
2. Write an *accumulator* recursive function of N that returns the Nth Fibonacci number.
3. Write a recursive function of N that returns the Nth Fibonacci number, *calculating each number once only*. (Hint: use a dictionary.)
4. Write an *accumulator* recursive function of N that returns a *list* of all the Fibonacci numbers, *calculating each number once only*. (Hint: no dictionary needed.)

**Code:**

#part a)

def fib(n):

if n<=1:

return 1

return fib(n-1)+fib(n-2)

print([fib(i) for i in range(11)])

#part b)

def fibAcc(n):

def fibAcc(n,prev=0,acc=1):

if n<=0:

return acc

return fibAcc(n-1,acc,prev+acc)

return fibAcc(n)

print([fibAcc(i) for i in range(11)])

#part c)

def fibMemoized(n):

memo={0:1,1:1}

def fibMemoized(n):

if n in memo:

return memo[n]

return fibMemoized(n-1)+fibMemoized(n-2)

return fibMemoized(n)

print([fibMemoized(i) for i in range(11)])

#part d)

def fibAccList(n):

arr=[1,1]

def fibAccList(n,arr):

if n==0:

return [1]

if n==1:

return [1,1]

if len(arr)==n:

return arr

arr.append(arr[-1]+arr[-2])

return fibAccList(n,arr)

return fibAccList(n,arr)

print(fibAccList(11))

**Screenshot:**

**Exercise 2: User defined functions and zip [1 Marks]**

Write an iterative function that takes three lists of strings as arguments (students’ name, address, and major) and returns a list of strings mixing these three fields, formatted as per the example below. You may assume all three lists comprise the same number of elements. Use zip().

Example: >>> fun( ["Ahmed", "John", "Zina"], ["Dubai", "Sharjah", "Al Ain"],

["COE", "CMP", "ELE"] )

['Ahmed from COE lives in Dubai', 'John from CMP lives in Sharjah', 'Mohd from ELE lives in Al Ain']

**Code:**

def fun(names,locations,majors):

return [f'{name} from {maj} lives in {loc}' for name,maj,loc in zip(names,majors,locations)]

print(fun( ["Ahmed", "John", "Zina"], ["Dubai", "Sharjah", "Al Ain"],

["COE", "CMP", "ELE"] ))

**Screenshot:**

![](data:image/png;base64,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)

**Exercise 3: User defined functions with default parameters [1 Marks]**

Write a function enum() that takes a list, default starting value and default step for the counter and returns a list of tuples aggregating the given list elements with a counter. Do not use enumerate, zip or similar.

Example: >>> enum( ['A', 'B', 'C'] ) enum( ['A', 'B', 'C'], 5 )

[ (0, 'A'), (1, 'B'), (2, 'C') ] [ (5, 'A'), (6, 'B'), (7, 'C') ]

>>> enum( ['A', 'B', 'C'], 4, 2 )

[ (4, 'A'), (6, 'B'), (8, 'C') ]

**Code:**

def enum(arr,start=0,step=1):

return [(step\*i+start,arr[i]) for i in range(len(arr)) ]

print(enum( ['A', 'B', 'C'] ))

print(enum( ['A', 'B', 'C'], 5 ))

print(enum( ['A', 'B', 'C'], 4, 2 ))

**Screenshot:**
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Description automatically generated](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAASAAAABICAYAAABWUygDAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAscSURBVHhe7Z3NaxxHGsbfXcgfsXuSZI0TBW10DuuDERMUYxBGFxEWdDCRYQgxFgtWDjYELMJKEBQUwoBtfAhkF12MEQhHZBA6BHKWEShYyUgnX/cP2EP2rerqUU9/VHVPd1X1tJ8ftKXpscfdT3e/9b718cyf/nLlb38Q87/OD/RO9x/iV698+K9PaIV+oc4XF8GOd+foy6fvE/37R/qy+99gX0MZx3N3eczO/q+36J7zCutcuwAkkDfa39UL5tVX/6HuS/Wi4Yzjubs85rf53mgitQxAAIC3gz+rnwAA4BwEIACANxCAAADeQAACAHijWACavUc///aK3oTbT/doTr2VytIO/70dWlYvvSGPg4/38aLaMSLaz1mk7/m975fUS5dAZzdA5xgz9PAn/vfiM9RW9LqMkAFdUPfWB/TXad4++oaO1d4EIlhtXaf+ky7tql0DwhNX28/rM+oNu/R/P1O/JZlb3wuOxxRUmfTP2aOvn1xQe8vxw6HTmRmcV9mbtQBJfZI3qthM131cdF5+PHxero4r+36O671HD2fVWymMrvMpPfpIxYJbz6iv9hbBUgnG0fPFbZo6fEDXNk/VPoUIPnwhe/cvD5xWd+0Godd9gzgztNieoN4TFnFynhazLpbhc443F+mGvGiuWkmNzipb/Y6eUvdc7bONSWc+TnnNTdd9jHQWwWebIud1/8h+cNTqIzKXXerQM7oRHtP0OtHdlIa1BjpbCUBz659Sm45o7c6e2hPCkblzXd6IK8/VrpNv6NtDoqn2gjHzKEv/LPaQhswu0MLkBZ3tH9DB+QQt3DS0zFmfwxxvPqUeXadtBxlHts7igZmnA85Ur21mtZL20Okz4ERozdf9SkvtSFJ/nYl27/ADHt3/vCsDfvtj+8eVps/y4w1qn3PwGapOOFO5k12t+NTZQgBapH+uTqSXBPJBJ+r9GL2Qi3Rznn/oMo+ycJC7xi3BIOjFmOMDmDo/pL2TU9rrXWQHQ8PnBASpK823LbfOGp35GFamF+nRiXrpilz65GBsdPZEpj7Bs9TvHWR3jUSpgc7VB6ClNrcWF3SwnxJVr07RFL939lq9lmXCBpEofWiCWlfVfqcE5Vd40Y73D/VlWA7kZ3CrcdNmGq7TeRxY6lCHs87uTjKryEs9dW5RixvZ7P4Zi8yK50uf0YyCTZ0rD0BzrQn+84Jem1pfEXxUmbCyr/b5QJVfgxvsRNTF5jJMS1hetOz1a+XWuU7Mb1x2jMoO3fVyWVoNdZYlkK+GQTbwFrCos51O6PM+/ap+TeXmDr2RwcdDmRBDll9DN9geccCvpE9K179RCSad60a0E3r6AfVXdysZnauLzrJDWpRAZQNrTbGhs50ANDlF76lfh5C97hPUWSVai/ZRxEszZwTlF4lOtsGQZXATVdEnZT0Nz9J5LKiub6EOOovpDkHwWU6OSLpCjWrZyght6Fx5ADo+E14tE3Q17eFVqRwd9oY69GSaKzuB1Q5XhJ3i4ZSASOvcK1OGqc+tuhaPotX5baEuOi/t0MtVvofTpkO4JCyVqh5Rtqhz9RnQ857m4T2lR90j2RcwmCcxe4++44vX6yaHCcMJXtbmCMnM64j2E6MAZ3RW4kIGZV3a5wZUcl5anYthXedUyo8u1UJnNa9Nlpcpw/RR7OvMz9eamMt2m14OlbYz9PCxeYJtFiady2ChBFN9KKud9NT6+d3BZC1xMd68uE19zkDShgJ//V20PprPKsnyx3zjpNb3wXD8aGWYKutiWV6Uas5Lr3N4s78Rk9K49brsAE7OirWt84BoJ7QY/eTrPnrGUAed1bw2wdC5BVt8MqITneXQOmfwQ8ezSbSjWbWgxaxzGYoZkg1Grkydx2I25ga1c7QKetTnJCZW1RfRF/By9YLWpu9qLlhV5wWdobNd8unMyNiQnUxkYacTmluNFbE2hKNwmXQzmIFKqeVZLZF9AUTdW/qLVd15QWfobJGcOpdhhAA0QZ0XKrXTLdwUqSCXWiOlm3KC4it18sUiqj+4dZNr3DTZoY3zgs5JoHMF5NBZlKDholexVk7tLQI8oQEA3rBUggEAgBkEIACANxCAAADeQAACAHijWABSvfmDCU7whI4g5ng4tgkNgc5ugM4x4tavxa/LCBlQSU/o8KRjm4sbSreYbuCd3DBP6LjefnRO3qhiM82pqb/OwUMaP69ws3182fdzXG94Qsc4orWhxZ+W50YYvG/D6eaN8oRm5HKMLeE8UBOdxUzi8Fga4QktnCcvtR1s94/4PYvuDlp9RFCEJzRleej6JHM1rzIla44nNMOZz/a8CPT2ZrFmkWvVdLhye8w9oZOo9WGHTw3LlcqTpg88oTkCj4+HbkDzPKGDhbbOr0EufXIwRjonqMBq1kimPvCE5guQx0N32ADMaS2fICi/muUJrW7Es9ZwH0WO/i1nNNITWmU/PrytBPCE5mzC5KEr7Dg46oZbUGO69qKJoMqvJnpCt7fatD/Qepm6FPeJcUzUIkJ26DbME1oZd3lbbApPaEUBr+LjzXX5PUqVu7jlpMme0L370f6f0AzuU+2IiFWindBN9IS+e5tL+Wf0ddkStKaMvyd0Kqf0mgOQH5TZUqwkbIontM3MoDzV9S341lkye48+5/vGq9WGGtWCJzSXMPm9itUXE3Ir4/zChSlz4zyhlaVsrMUq+hUztce7zpfI7MeSbWlu4AnNFPQqDr5HKX2I07qHbmM9odPKrezRHPtexWk0xBNaoLIf07nY1xme0Izeq3gw41htwRf7p89VgSe0DrP39o0ndGke99sGTWV8ZQw8oXUYdGbC7Odbw7nAEzoJPKErBl7FboDOboAnNP+EV3EW0Bk6WySnzmUYIQDBEzodbt1MHro2zgs6J4HOFZBDZ9G3BE9oAMC4YqkEAwAAMwhAAABvIAABALyBAAQA8EaxAKR68wcTnOAJHUHM8fBkLQKd3QCdY8StX4tflxEyoJKe0FFCARxdVN1iOnhCV0dSn+SNKjbTnJpx0Tk+u9+V71L2/RzXG57QKbBIwrzJBSavYj4WMd0cntAlMeksZhKHx9IIT+gg+AQzhUONH1AvsRarYrT6iMwFntBk8tCdW9+kziT/HWng7YbM1bxytS88oasi16rpRnhCp62TsmthGiVNH3hCcwQ2r3IuvxK6EAbvW3hCV0QufXIwNjorL6vJqaH75b0rHJQKmPIVJlMfeEJzy2v20A2j9Gcjr4SukqAVgye0YxriCb27I8p2LrmUtqIk257n81rzsN4LntB8AUymV7M1cI6LosoveEI7IGoRITt0G+AJLbMIpS2fV9AfZHKLsAQ8oRWZ6ecMPdwOOvNKp+kVAU9oh0Q7oZviCS2npuzSQm9ZntfaYWDvW2bVfF0Zf09oF9+ZVAjViSg62cKWmTd4Qrugur4FfzpfNqjh6NjuHRGEWHubpmNZqFEteEJzCZPmoSsdCKN2HmLjVPwyADie5KW8buEJPaZ417lFLfH/xx7MwPnQ7CNdOfCEZjQeuqJ1GH7QeZPD8GK4WLweHjK27qELT2iJfa/iNMqPhPrXWd0nQ9lOcF5pX05oX2d4QjNmD9282PbQhSd0gBOvYsGQT3ETPKHFTOBl6p5HS3hl3ZqySsCJzrJTHJ7QBA9d3QTAqs4LOkNnu+TTmZGxAZ7QflmCV7EToLMbcupchhECEDyh0+HWbes6vIqtA53dkENn0bcET2gAwLhiqQQDAAAzCEAAAG8gAAEAvIEABADwBgIQAMAbCEAAAG8gAAEAvIEABADwBgIQAMATRP8HfCY8w03BpGUAAAAASUVORK5CYII=)

**Exercise 4: Recursive functions [2 Marks]**

1. Write a recursive function that returns true if an object is a member of a given list, or false otherwise. Hint: use slicing.

Examples: >>> member( 2, [1, 3, 5] ) >>> member( 4, [1, 2, 3, 4, 5] )

False True

1. Write a recursive function indexOf() to return the index of the object if found, or -1 otherwise. Do not use enum function from ex(2) or enumerate or zip

Examples: >>> indexOf( 2, [1, 3, 5] ) >>> member( 4, [1, 2, 3, 4, 5] )

-1 3

**Code:**

#part a)

def member(x,arr):

if len(arr)==0:

return False

if x==arr[0]:

return True

return member(x,arr[1:])

print(member( 2, [1, 3, 5] ))

print(member( 4, [1, 2, 3, 4, 5] ))

#part b)

def indexOf(x,arr,acc=0):

if len(arr)==0:

return -1

if x==arr[0]:

return acc

return indexOf(x,arr[1:],acc+1)

print(indexOf( 2, [1, 3, 5] ))

print(indexOf( 4, [1, 2, 3, 4, 5] ))

**Screenshot:**
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**Exercise 5: Recursive function and lambda expression [2 Marks]**

1. Write a recursive function apply\_all() that takes a function and a list as arguments and returns a list comprising the results of applying the function to each elements of the list.

Example: >>> apply\_all( sqrt, [4, 9, 16, 25] ) # sqrt = square root function

[2, 3, 4, 5]

1. Use apply\_all function to check which string in a list contains numbers only.

apply\_all(lambda:…., ["1234", "hellow","class23"])

**Exercise 6: Returning a function or lambda expression as value [2 Marks]**

1. We want to code a function that computes binomial coefficients.
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Write a function T(n) that returns a nested function C(k) that computes binomial coefficients.

Example: >>> f = T(10) ; f(3) # f computes C(10,k)

120

Or

print(T(10)(3))

120

1. Rewrite part(a) C function that returns a lambda expression instead of a nested function